**WEEK-02: DATA ANALYSIS\_AND\_VISUALIZATION\_WITH\_PYTHON**

**Matplotlib**

Matplotlib is an amazing visualization library in Python for 2D plots of arrays. Matplotlib is a multi-platform data visualization library built on NumPy arrays and designed to work with the broader SciPy stack. It was introduced by John Hunter in the year 2002. One of the greatest benefits of visualization is that it allows us visual access to huge amounts of data in easily digestible visuals. Matplotlib consists of several plots like line, bar, scatter, histogram etc.

*Basic plots in Matplotlib :*

Matplotlib comes with a wide variety of plots. Plots helps to understand trends, patterns, and to make correlations. They are typically instruments for reasoning about quantitative information. Some of the sample plots are covered here.

Matplotlib utilities lies under the pyplot submodule, and are usually imported under the plt alias:

import matplotlib.pyplot as plt or from matplotlib import pyplot as plt

The plot() function is used to draw points (markers) in a diagram. By default, the plot() function draws a line from point to point. The function takes parameters for specifying points in the diagram. Parameter 1 is an array containing the points on the x-axis. Parameter 2 is an array containing the points on the y-axis.

The plt.show() command interacts with our system's interactive graphical backend. plt.show() command should be used only once per Python session, and is most often seen at the very end of the script. Multiple show() commands can lead to unpredictable backend-dependent behavior, and should mostly be avoided.

1. Line plot :

***Example 1***

# importing matplotlib module

#import matplotlib.pyplot as plt

from matplotlib import pyplot as plt

# x-axis values

x = [5, 2, 9, 4, 7]

# Y-axis values

y = [10, 5, 8, 4, 2]

# Function to plot

plt.plot(x,y)

# function to show the plot

plt.show()

2. Bar plot:

With pyplot, we can use the bar() function to draw bar graphs. The bar() function takes arguments that describes the layout of the bars. The categories and their values are represented by the first and second argument as arrays.

***Example 2***

# importing matplotlib module

from matplotlib import pyplot as plt

# x-axis values

x = [5, 2, 9, 4, 7]

# Y-axis values

y = [10, 5, 8, 4, 2]

# Function to plot the bar

plt.bar(x,y)

# function to show the plot

plt.show()

3. Hist plot:

A histogram is basically used to represent data provided in a form of some groups. It is accurate method for the graphical representation of numerical data distribution. It is a type of bar plot where X-axis represents the bin ranges while Y-axis gives information about frequency.

## *Creating a Histogram*

To create a histogram the first step is to create bin of the ranges, then distribute the whole range of the values into a series of intervals, and count the values which fall into each of the intervals. Bins are clearly identified as consecutive, non-overlapping intervals of variables. The matplotlib.pyplot.hist() function is used to compute and create histogram of x.

In Matplotlib, we use the hist() function to create histograms. The hist() function will use an array of numbers to create a histogram, the array is sent into the function as an argument.

Example: Say you ask for the height of 250 people, you might end up with a histogram like this:

The hist() function will read the array and produce a histogram:

You can read from the histogram that there are approximately:

2 people from 140 to 145cm  
5 people from 145 to 150cm  
15 people from 151 to 156cm  
31 people from 157 to 162cm  
46 people from 163 to 168cm  
53 people from 168 to 173cm  
45 people from 173 to 178cm  
28 people from 179 to 184cm  
21 people from 185 to 190cm  
4 people from 190 to 195cm

Simple histogram Template:

import matplotlib.pyplot as plt

x = [value1, value2, value3,....]

plt.hist(x, bins=number of bins)

plt.show()

| Attribute | parameter |
| --- | --- |
| x | array or sequence of array |
| bins | optional parameter contains integer or sequence or strings |

Step 1: Collect the data for the histogram

Assume the following data about the age of 100 individuals is available:
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Step 2: Determine the number of bins

Next, determine the number of bins to be used for the histogram. For simplicity, set the number of bins to 10. At the end we will see another way to derive the bins.

Step 3: Plot the histogram in Python using matplotlib

import matplotlib.pyplot as plt

x = [1, 1, 2, 3, 3, 5, 7, 8, 9, 10,

10, 11, 11, 13, 13, 15, 16, 17, 18, 18,

18, 19, 20, 21, 21, 23, 24, 24, 25, 25,

25, 25, 26, 26, 26, 27, 27, 27, 27, 27,

29, 30, 30, 31, 33, 34, 34, 34, 35, 36,

36, 37, 37, 38, 38, 39, 40, 41, 41, 42,

43, 44, 45, 45, 46, 47, 48, 48, 49, 50,

51, 52, 53, 54, 55, 55, 56, 57, 58, 60,

61, 63, 64, 65, 66, 68, 70, 71, 72, 74,

75, 77, 81, 83, 84, 87, 89, 90, 90, 91

]

plt.hist(x, bins=10)

plt.show()

![](data:image/png;base64,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)

Additional way to determine the number of bins

Originally, we set the number of bins to 10 for simplicity.Alternatively, we may derive the bins using the following formulas:

n = number of observations

Range = maximum value – minimum value

Number of intervals = √n

Width of intervals = Range / (Number of intervals)

These formulas can then be used to create the frequency table followed by the histogram.

Recall that our dataset contained the following 100 observations:

|  |
| --- |
| Age |
| 1, 1, 2, 3, 3, 5, 7, 8, 9, 10, 10, 11, 11, 13, 13, 15, 16, 17, 18, 18, 18, 19, 20, 21, 21, 23, 24, 24, 25, 25, 25, 25, 26, 26, 26, 27, 27, 27, 27, 27, 29, 30, 30, 31, 33, 34, 34, 34, 35, 36, 36, 37, 37, 38, 38, 39, 40, 41, 41, 42, 43, 44, 45, 45, 46, 47, 48, 48, 49, 50, 51, 52, 53, 54, 55, 55, 56, 57, 58, 60, 61, 63, 64, 65, 66, 68, 70, 71, 72, 74, 75, 77, 81, 83, 84, 87, 89, 90, 90, 91 |

Using our formulas:

n = number of observations = 100

Range = maximum value – minimum value = 91 – 1 = 90

Number of intervals = √n = √100 = 10

Width of intervals = Range / (Number of intervals) = 90/10 = 9

Based on this information, the frequency table would look like this:

|  |  |
| --- | --- |
| Intervals (bins) | Frequency |
| 0-9 | 9 |
| 10-19 | 13 |
| 20-29 | 19 |
| 30-39 | 15 |
| 40-49 | 13 |
| 50-59 | 10 |
| 60-69 | 7 |
| 70-79 | 6 |
| 80-89 | 5 |
| 90–99 | 3 |

Note that the starting point for the first interval is 0, which is very close to the minimum observation of 1 in our dataset. If, for example, the minimum observation was 20, then the starting point for the first interval should be 20, rather than 0.

For the bins in the Python code below, we need to specify the values highlighted in blue, rather than a particular number (such as 10, which we used before). Also, we need to include the last value of 99.

This is how the Python code would look like:

import matplotlib.pyplot as plt

x = [1, 1, 2, 3, 3, 5, 7, 8, 9, 10,

10, 11, 11, 13, 13, 15, 16, 17, 18, 18,

18, 19, 20, 21, 21, 23, 24, 24, 25, 25,

25, 25, 26, 26, 26, 27, 27, 27, 27, 27,

29, 30, 30, 31, 33, 34, 34, 34, 35, 36,

36, 37, 37, 38, 38, 39, 40, 41, 41, 42,

43, 44, 45, 45, 46, 47, 48, 48, 49, 50,

51, 52, 53, 54, 55, 55, 56, 57, 58, 60,

61, 63, 64, 65, 66, 68, 70, 71, 72, 74,

75, 77, 81, 83, 84, 87, 89, 90, 90, 91

]

plt.hist(x, bins=[0, 10, 20, 30, 40, 50, 60, 70, 80, 90, 99])

plt.show()

***Example 3***

For simplicity we use NumPy to randomly generate an array with 250 values, where the values will concentrate around 170, and the standard deviation is 10.

import matplotlib.pyplot as plt  
import numpy as np  
x = np.random.normal(170, 10, 250)  
print(x)  
plt.hist(x)  
plt.show()

Ref: <https://www.w3schools.com/python/matplotlib_histograms.asp>

***Example 4***

# importing matplotlib module

from matplotlib import pyplot as plt

# Y-axis values

y = [10, 5, 8, 4, 2]

# Function to plot histogram

plt.hist(y)

# Function to show the plot

plt.show()

Ref: https://www.geeksforgeeks.org/plotting-histogram-in-python-using-matplotlib/

4. Scatter plot:

A scatter plot is a diagram where each value in the data set is represented by a dot. The Matplotlib module has a method for drawing scatter plots, it needs two arrays of the same length, one for the values of the x-axis, and one for the values of the y-axis.

***Example 5***

# importing matplotlib module

from matplotlib import pyplot as plt

# x-axis values

x = [5, 2, 9, 4, 7]

# Y-axis values

y = [10, 5, 8, 4, 2]

# Function to plot scatter

plt.scatter(x, y)

# function to show the plot

plt.show()

**SciPy**

*What is SciPy?*

* SciPy is a scientific computation library that uses [NumPy](https://www.w3schools.com/python/numpy/default.asp) underneath.
* SciPy stands for Scientific Python.
* It provides more utility functions for optimization, stats and signal processing.
* Like NumPy, SciPy is open source so we can use it freely.
* SciPy was created by NumPy's creator Travis Olliphant.

*Why Use SciPy?*

* If SciPy uses NumPy underneath, why can we not just use NumPy?
* SciPy has optimized and added functions that are frequently used in NumPy and Data Science.

*Which Language is SciPy Written in?*

* SciPy is predominantly written in Python, but a few segments are written in C.

*Import SciPy*

* Once SciPy is installed, import the SciPy module(s) you want to use in your applications by adding the from scipy import module statement:

**from scipy import constants**

**constants: SciPy offers a set of mathematical constants, one of them is liter which returns 1 liter as cubic meters.**

*Unit Categories*

* The units are placed under these categories:
* Metric
* Binary
* Mass
* Angle
* Time
* Length
* Pressure
* Volume
* Speed
* Temperature
* Energy
* Power
* Force

***Example 6***

from scipy import constants

print(constants.peta) #1000000000000000.0

print(constants.tera) #1000000000000.0

print(constants.giga) #1000000000.0

print(constants.mega) #1000000.0

print(constants.kilo) #1000.0

print(constants.hecto) #100.0

print(constants.deka) #10.0

print(constants.deci) #0.1

print(constants.centi) #0.01

print(constants.milli) #0.001

print(constants.micro) #1e-06

print(constants.nano) #1e-09

print(constants.pico) #1e-12

*Sparse Data*

* Sparse data is data that has mostly unused elements (elements that don't carry any information ).
* It can be an array like this one: [1, 0, 2, 0, 0, 3, 0, 0, 0, 0, 0, 0]
* **Sparse Data:** is a data set where most of the item values are zero.
* **Dense Array:** is the opposite of a sparse array: most of the values are *not*zero.
* In scientific computing, when we are dealing with partial derivatives in linear algebra we will come across sparse data.

*Work With Sparse Data*

SciPy has a module, scipy.sparse that provides functions to deal with sparse data.

* There are primarily two types of sparse matrices that we use:
* CSC - Compressed Sparse Column. For efficient arithmetic, fast column slicing.
* CSR - Compressed Sparse Row. For fast row slicing, faster matrix vector products We will use the CSR matrix.

*CSR Matrix*

We can create CSR matrix by passing an arrray into function scipy.sparse.csr\_matrix().

*Ref: w3schools.com*

***Example 7***

Create a CSR matrix from an array:

import numpy as np

from scipy.sparse import csr\_matrix

arr = np.array([0, 0, 0, 0, 0, 1, 1, 0, 2])

print(csr\_matrix(arr))

The example above returns:

(0, 5) 1

(0, 6) 1

(0, 8) 2

From the result we can see that there are 3 items with value.

The 1. item is in row 0 position 5 and has the value 1.

The 2. item is in row 0 position 6 and has the value 1.

The 3. item is in row 0 position 8 and has the value 2.

Sparse Matrix Methods

Viewing stored data (not the zero items) with the data property:

***Example 8***

import numpy as np

from scipy.sparse import csr\_matrix

arr = np.array([[0, 0, 0], [0, 0, 1], [1, 0, 2]])

print(csr\_matrix(arr).data)

[1 1 2]

Converting from csr to csc with the tocsc() method:

***Example 9***

import numpy as np

from scipy.sparse import csr\_matrix

arr = np.array([[0, 0, 0], [0, 0, 1], [1, 0, 2]])

newarr = csr\_matrix(arr).tocsc()

print(newarr)1

(1, 2) 1

(2, 2) 2

(2, 0) 1

(1, 2) 1

(2, 2) 2

**Pandas**

Pandas is a Python library used for working with data sets. It has functions for analyzing, cleaning, exploring, and manipulating data. The name "Pandas" has a reference to both "Panel Data", and "Python Data Analysis" and was created by Wes McKinney in 2008.

*Use of Pandas*

Pandas allows us to analyze big data and make conclusions based on statistical theories. Pandas can clean messy data sets, and make them readable and relevant. Relevant data is very important in data science.

**Data Science:** is a branch of computer science where we study how to store, use and analyze data for deriving information from it.

Pandas gives you answers about the data. Like:

* Is there a correlation between two or more columns?
* What is average value?
* Max value?
* Min value?

Pandas are also able to delete rows that are not relevant, or contains wrong values, like empty or NULL values. This is called *cleaning* the data.

Once Pandas is installed, import it in your applications by adding the import keyword:

**import pandas**

***Example 10***

import pandas

mydataset = { 'cars': ["BMW", "Volvo", "Ford"],

'passings': [3, 7, 2] }

myvar = pandas.DataFrame(mydataset)

print(myvar)

cars passings

0 BMW 3

1 Volvo 7

2 Ford 2

Create an alias with the as keyword while importing:

**import pandas as pd**

***Now the Pandas package can be referred to as pd instead of pandas.***

***Example 11***

import pandas as pd

mydataset = {

'cars': ["BMW", "Volvo", "Ford"],

'passings': [3, 7, 2]

}

myvar = pd.DataFrame(mydataset)

print(myvar)

Pandas Series:

A Pandas Series is like a column in a table. It is a one-dimensional array holding data of any type. Series data structure is same as the NumPy array data structure but only one difference that is arrays indices are integers and starts with 0, whereas in series, the index can be anything even strings. The labels do not need to be unique but they must be of hashable type.

Indices in a pandas series:

* A pandas series is similar to a list, but differs in the fact that a series associates a label with each element. This makes it look like a dictionary.
* If an index is not explicitly provided by the user, pandas creates a RangeIndex ranging from 0 to N-1.
* Each series object also has a data type.

***Example 12***

import pandas as pd

new\_series= pd.Series([5,6,7,8,9,10])

print(new\_series)

0 5

1 6

2 7

3 8

4 9

5 10

dtype: int64

* As you may suspect by this point, a series has ways to extract all of the values in the series, as well as individual elements by index.

***Example 13***

import pandas as pd

new\_series= pd.Series([5,6,7,8,9,10])

print(new\_series.values)

print('\_\_\_\_\_\_\_\_\_\_\_\_\_')

print(new\_series[4])

* You can also provide an index manually using index argument. When you have created labels, you can access an item by referring to the label.

***Example 14***

import pandas as pd

new\_series= pd.Series([5,6,7,8,9,10], index=['a','b','c','d','e','f'])

print(new\_series)

print('\_\_\_\_\_\_\_\_\_\_\_\_\_')

print(new\_series.values)

print('\_\_\_\_\_\_\_\_\_\_\_\_\_')

print(new\_series['f'])

* It is easy to retrieve several elements of a series by their indices or make group assignments. Since the index values are customized, they are used to access the values in the series like series\_name[‘index\_name’]. When multiple index values need to be accessed, they are first specified in a list and then series indexing can be used to access these values. Note − Observe the two ‘[[‘ in the code.

***Example 15***

import pandas as pd

new\_series= pd.Series([5,6,7,8,9,10], index=['a','b','c','d','e','f'])

print(new\_series)

print('\_\_\_\_\_\_\_\_\_\_\_\_\_')

print(new\_series[['b', 'c', 'f']])

* Filtering and maths operations are easy with Pandas as well.

***Example 16***

import pandas as pd

new\_series= pd.Series([5,6,7,8,9,10], index=['a','b','c','d','e','f'])

new\_series2= new\_series[new\_series>0] # check with 7 instead of 0

print(new\_series2)

print('\_\_\_\_\_\_\_\_\_\_\_\_\_')

new\_series2= new\_series[new\_series>0] \* 2

print(new\_series2)

DataFrame:

* A Pandas DataFrame is a 2 dimensional data structure, like a 2 dimensional array, or a table with rows and columns. Series is like a column, a DataFrame is the whole table.
* Simplistically, a data frame is a table, with rows and columns.
* Each column in a data frame is a series object.
* Rows consist of elements inside series.

|  |  |  |  |
| --- | --- | --- | --- |
| ***Case ID*** | ***Variable one*** | ***Variable two*** | ***Variable 3*** |
| ***1*** | ***123*** | ***ABC*** | ***10*** |
| ***2*** | ***456*** | ***DEF*** | ***20*** |
| ***3*** | ***789*** | ***XYZ*** | ***30*** |

* Pandas data frames can be constructed using Python dictionaries.

***Example 17***

Create a simple Pandas DataFrame:

import pandas as pd

data = {

"calories": [420, 380, 390],

"duration": [50, 40, 45]

}

#load data into a DataFrame object:

df = pd.DataFrame(data)

print(df)

Locate Row

As you can see from the result above, the DataFrame is like a table with rows and columns. Pandas use the loc attribute to return one or more specified row(s)

***Example 18***

Return row 0:

#refer to the row index:

print(df.loc[0])

This example returns a Pandas Series

Named Indexes

With the index argument, you can name your own indexes.

***Example 19***

Add a list of names to give each row a name:

import pandas as pd

data = {

"calories": [420, 380, 390],

"duration": [50, 40, 45]

}

df = pd.DataFrame(data, index = ["day1", "day2", "day3"])

print(df)

* You can also create a data frame from a list. We can update the auto-created column name/labels by sending a list of values to the DataFrame.columns attribute “df.columns”.

***Example 20***

import pandas as pd

# create a Pandas DataFrame

list2=[[0,1,2],[3,4,5],[6,7,8]]

df= pd.DataFrame(list2)

print("DataFrame:")

print(df)

# set the column labels

df.columns = ['C1','C2','C3']

print("Column names are Updated:")

print(df)

***Example 21***

import pandas as pd

df=pd.DataFrame({

'Country': ['Kazakhstan','Russia','Belarus','Ukraine'],

'Population': [17.04,143.5,9.5,45.5],

'Square':[2724902, 17125191,207600,603628]

})

print(df)

* DataFrame.dtypes: Return the dtypes in the DataFrame. This returns a Series with the data type of each column. Columns with mixed types are stored with the object dtype.
* print(df.dtypes): check the data type of all columns in the DataFrame
* Use DataFrame.dtypes[‘C’] attribute to find out the data type (dtype) of column ‘C’ in the given Dataframe. Or equivalently use print(df['Country'].dtypes)
* print(df.dtypes['Country']) #print(df['Country'].dtypes)
* A Pandas data frame object has two indices; a column index and row index. Again, if you do not provide one, Pandas will create a RangeIndex from 0 to N-1.
* index- The DataFrame attribute index returns the row index
* columns - attribute returns the column indexes.

***Example 22***

import pandas as pd

df=pd.DataFrame({

‘Country’: [‘Kazakhstan’,’Russia’,’Belarus’,’Ukraine’],

‘Population’: [17.04,143.5,9.5,45.5]

‘Square’:[2724902, 17125191,207600,603628]

})

print(df.columns)

print(‘\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_’)

print(df.index)

* There are numerous ways to provide row indices explicitly.
* For example, you could provide an index when creating a data frame:

***Example 23***

import pandas as pd

df=pd.DataFrame({

'Country': ['Kazakhstan','Russia','Belarus','Ukraine'],

'Population': [17.04,143.5,9.5,45.5],

'Square':[2724902,17125191,207600,603628],

}, index = ['KZ','RU','BY','UA'])

print(df)

* or do it during runtime.Here, also name the index ‘country code’.

***Example 24***

import pandas as pd

df=pd.DataFrame({

'Country': ['Kazakhstan','Russia','Belarus','Ukraine'],

'Population': [17.04,143.5,9.5,45.5],

'Square':[2724902,17125191,207600,603628],

})

print(df)

print('\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_')

df.index = ['KZ','RU','BY','UA']

df.index.name = 'Country Code'

print(df)

* Row access using index can be performed in several ways.
* First, you could use .loc() and provide an index label.

***Example 25***

print(df.loc[‘KZ’])

* Second, you could use .iloc() and provide an index number. Dataframe.iloc[] method is used when the index label of a data frame is something other than numeric series of 0, 1, 2, 3….n or in case the user does not know the index label. Rows can be extracted using an imaginary index position that is not visible in the Dataframe.

print(df.iloc[0])

* A selection of particular rows and columns can be selected this way.

print(df.loc[['KZ','RU'],'Population'])

* You can feed .loc() two arguments, index list and column list, slicing operation is supported as well. We can slice it in a number of ways. The Pandas DataFrame syntax takes the first set of indexes in the operator for row slicing and the second set for column slicing. Here is the general rule:
* df.loc[row slicing, column slicing] or df.iloc[startrow:endrow, startcolumn:endcolumn]
* When data is indexed using labels or integers, the best approach is typically to use the loc function.
* When data is indexed using integers only, the best approach is typically to use the iloc function.

import numPy as np

import pandas as pd

df = pd.DataFrame(np.arange(20).reshape(5,4), columns=[“A”, “B”, “C”, “D”])

print(df)

* This line tells NumPy to create a list of integers from 0 to 19 values in the “shape” of 5 rows x 4 columns and to label the columns A through D.

A B C D

0 0 1 2 3

1 4 5 6 7

2 8 9 10 11

3 12 13 14 15

4 16 17 18 19

Slicing Rows and Columns by Label

The following is an example of how to slice both rows and columns by label using the loc function:

df.loc[:, “B”:”D”] This line uses the slicing operator to get DataFrame items by label. The first slice [:] indicates to return all rows. The second slice specifies that only columns B, C, and D should be returned.

B C D

0 1 2 3

1 5 6 7

2 9 10 11

3 13 14 15

4 17 18 19

Slicing Rows and Columns by Index Position

The following is an example of how to slice both rows and columns by index position using the iloc attribute, focusing on row slicing:

df.iloc[0:2, :]

With the iloc function, you specify the range and even the steps while slicing columns and rows. In this case, the first slice [0:2] is requesting only rows 0 through 1of the DataFrame. When slicing by index position in Pandas, the start index is included in the output, but the stop index is one step beyond the row you want to select. So the slice return row 0 and row 1, but does not return row 2. The second slice [:] indicates that all columns are required. The results are shown below.

Output:

A B C D

0 0 1 2 3

1 4 5 6 7

Slicing Columns using the iloc attribute

The following is another example of how to slice using the iloc attribute, focusing on column slicing:

df.iloc[:, 1:3]

In this case, the first operator [:] requires all rows be returned. The second operator [1:3] yields columns B and C only. This is because our DataFrame contains column A (index 0) through column D (index 3). Recall that when slicing a DataFrame by index we specify the stop bound one column beyond what we want. In this case, we are telling pandas to slice from the column with index 1 (B) through index 3 (D), but do not include index 3 (D). This returns column indexed 1 and 2 only. The results are shown below.

Output:

B C

0 1 2

1 5 6

2 9 10

3 13 14

4 17 18

Slicing Specific Rows and Columns using iloc attribute

This next example shows how to slice a specific set of rows and columns using the iloc attribute:

df.iloc[1:2, 1:3]

The first operator [1:2] is requesting only rows 1 through 2. This yields 1 row only because you are actually telling pandas to start at index 1 and select index 2, but exclude 2 because it is the last index. The second operator [1:3] has yielded columns B through C only. Remember that our DataFrame has column A (index 0) through column D (index 3). We get these results because we are telling pandas to slice from columns with index 1 through 3, excluding index 3. This yields columns indexed 1 and 2 only. The results are as shown below.

Output:

B C

1 5 6

Alternative to Slicing Specific Rows and Columns using iloc attribute

Finally, an alternative example of how to slice a specific set of rows and columns using the iloc attribute:

df.iloc[:2, :2]

The first operator [:2] requires the data from the start of the rows to the second row (i.e, row 0, and row 1). The second operator [:2] requires data from the start of the columns to column 2 (i.e, A, and B). The output is shown below.

Output:

A B

0 0 1

1 4 5

print(df.loc[[‘KZ’:’BY’, :])

Ref: https://levelup.gitconnected.com/how-to-slice-a-dataframe-in-pandas-884bd8b298a6

Filtering

* Filtering is performed using so-called Boolean arrays.

***Example 26***

print([[df.Population > 10],'Country','Square'])

Deleting columns

You can delete a column using the drop() function. The drop() method removes the specified row or column.

By specifying the column axis (axis='columns'), the drop() method removes the specified column. By specifying the row axis (axis='index'), the drop() method removes the specified row.

print(df)

df = df.drop([‘Population’], axis = ‘columns’)

print(df)

Combining all operations:

import pandas as pd

df=pd.DataFrame({

'Country': ['Kazakhstan','Russia','Belarus','Ukraine'],

'Population': [17.04,143.5,9.5,45.5],

'Square':[2724902,17125191,207600,603628],

})

print(df)

print('1\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_')

df.index = ['KZ','RU','BY','UA']

df.index.name = 'Country Code'

print(df)

print('\_2\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_')

print(df.loc['KZ'])

print('3\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_')

print(df.iloc[0])

print('4\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_')

print(df.loc[['KZ','RU'],'Population'])

print('5\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_')

print(df.loc['KZ':'UA', :])

print('6\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_')

print([[df.Population > 10],'Country','Square'])

print('7\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_')

print(df)

print('8\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_')

df = df.drop(['Population'], axis = 'columns')

print(df)

print('9\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_')

Country Population Square

0 Kazakhstan 17.04 2724902

1 Russia 143.50 17125191

2 Belarus 9.50 207600

3 Ukraine 45.50 603628

1\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

Country Population Square

Country Code

KZ Kazakhstan 17.04 2724902

RU Russia 143.50 17125191

BY Belarus 9.50 207600

UA Ukraine 45.50 603628

\_2\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

Country Kazakhstan

Population 17.04

Square 2724902

Name: KZ, dtype: object

3\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

Country Kazakhstan

Population 17.04

Square 2724902

Name: KZ, dtype: object

4\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

Country Code

KZ 17.04

RU 143.50

Name: Population, dtype: float64

5\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

Country Population Square

Country Code

KZ Kazakhstan 17.04 2724902

RU Russia 143.50 17125191

BY Belarus 9.50 207600

UA Ukraine 45.50 603628

6\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

[[Country Code

KZ True

RU True

BY False

UA True

Name: Population, dtype: bool], 'Country', 'Square']

7\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

Country Population Square

Country Code

KZ Kazakhstan 17.04 2724902

RU Russia 143.50 17125191

BY Belarus 9.50 207600

UA Ukraine 45.50 603628

8\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

Country Square

Country Code

KZ Kazakhstan 2724902

RU Russia 17125191

BY Belarus 207600

UA Ukraine 603628

9\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

​

Load Files Into a DataFrame

If your data sets are stored in a file, Pandas can load them into a DataFrame.

***Example 27***

Load a comma separated file (CSV file) into a DataFrame:

import pandas as pd

df = pd.read\_csv('data.csv')

print(df)

*Read CSV Files*

A simple way to store big data sets is to use CSV files (comma separated files). CSV files contains plain text and is a well know format that can be read by everyone including Pandas. In our examples we will be using a CSV file called 'data.csv'.

***Example 28***

Load the CSV into a DataFrame:

import pandas as pd

df = pd.read\_csv('data.csv')

print(df.to\_string()) # use to\_string() to print the entire DataFrame.

print(df) #Print the DataFrame without the to\_string() method

*Data Cleaning*

Data cleaning means fixing bad data in your data set.

Bad data could be:

* Empty cells
* Data in wrong format
* Wrong data
* Duplicates

*Plotting*

Pandas uses the plot() method to create diagrams. We can use Pyplot, a submodule of the Matplotlib library to visualize the diagram on the screen.

***Example 29***

Import pyplot from Matplotlib and visualize our DataFrame:

import pandas as pd

import matplotlib.pyplot as plt

df = pd.read\_csv('data.csv')

df.plot()

plt.show()

**Questions**

1. Follow along with these steps:

1. Create a figure object called fig using plt.figure()
2. Use add\_axes to add an axis to the figure canvas at [0,0,1,1]. Call this new axis ax.
3. Plot (x,y) on that axes and set the labels and titles to match the plot below:
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2. Create a figure object and put two axes on it, ax1 and ax2. Located at [0,0,1,1] and [0.2,0.5,.2,.2] respectively. Now plot (x,y) on both axes. And call your figure object to show it.

3. Use the company sales dataset csv file, read Total profit of all months and show it using a line plot

Total profit data provided for each month. Generated line plot must include the following properties: –

1. X label name = Month Number
2. Y label name = Total profit

4. Use the company sales dataset csv file, get total profit of all months and show line plot with the following Style properties. Generated line plot must include following Style properties: –

1. Line Style dotted and Line-color should be red
2. Show legend at the lower right location.
3. X label name = Month Number
4. Y label name = Sold units number
5. Add a circle marker.
6. Line marker color as read
7. Line width should be 3

Additional Questions

1. Use the company sales dataset csv file, read all product sales data and show it using a multiline plot.

Display the number of units sold per month or each product using multiline plots. (i.e., Separate Plotline

for each product ).

2. Use the company sales dataset csv file, calculate total sale data for last year for each product and show it

using a Pie chart.

Note: In Pie chart display Number of units sold per year for each product in percentage.